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1. Introduction

Meta-programs are programs that manipulates other programs. This allows for powerful optimizations by means of static analysis and transformation (Kiselyov, Swadi, & Taha, 2004; Taha, 2004), code specialization by partial evaluation and parameter removal (Carette, 2006; Frigo, 1999; Jonnalagedda, Coppey, Stucki, Rompf, & Odersky, 2014; Taha, 2004), automatic generation of efficient, potentially parallel, low-level codes (Bourgoin & Chailloux, 2014; Langhammer, 2005; Spampinato & Puschel, 2014), and empirical or machine-learning based generation of platform specific code (Puschel, 2011; Puschel et al., 2005; Whaley, Petitet, & Dongarra, 2001). Meta-programming is also useful for compiler generation and domain-specific language implementation (Czarnecki, O’Donnell, Striegnitz, & Taha, 2004; Futamura, 1999; Herrmann & Langhammer, 2006).

The many opportunities provided by meta-programming motivates us to find a suitable tool with which we can develop meta-programs easily. MetaOCaml, a meta-programming dialect of OCaml (Kiselyov, 2010), is one of such tools, allowing us to create meta-programs using a high-level language, OCaml, as its base. However, MetaOCaml requires its users to manually annotate their source code with staging constructs. This requires the users to have a deep understanding of the meaning and possible usages of the constructs before the user can build an efficient multi-staged program. Furthermore, manual annotation of existing code can be quite tedious, which increases the likelihood of human error and careless mistakes.

This project attempts to automate the staging process, enabling users to reap the benefits of multi-staged meta-programming without having to deal with the complexities of manually staging a source program. This is done by

There are attempts at abstracting over the staging process by objects etc

However this project attempts to go beyond that and

The report will be organized as follows: in section 2, I will introduce the tools; in section 3 I will describe my implementation; in section 4

1. Tools

This section describes the tools used in this project. They include MetaOCaml, the platform used for meta-programming in OCaml, and the ppx preprocessor used to implement the automatic staging of OCaml codes.

* 1. MetaOcaml

One of the main tool used in this project is MetaOCaml, a multi-staged flavor of the OCaml programming language (Kiselyov, 2010). The MetaOcaml version used in this project is BER MetaOCaml N102 which is an update from the original MetaML (Taha, 1999) for OCaml version 4.02.1.

MetaOCaml provides three constructs on top of the OCaml programming language to implement multi-staging

Bracket .< … >.

Delay the computation inside it

let plus2 x = .<x + 2>.;;

# plus2 3;;

: int code = .<3 + 2>.

Escape .~

Runs code pointed by it to produce code to be spliced

# .<.~(plus2 3) + .~(plus2 4)>.;;

: int code = .<(3 + 2) + (4 + 2)>.

Run !.

Executes a delayed computation

# !. .<.~(plus2 3) + .~(plus2 4)>.;;

- : int = 11

* 1. OCaml Extension Points

OCaml extension points (Frisch, 2013; Zotov, 2014) are generic structures embedded in the OCaml syntax (available from OCaml 4.02.1 onwards). These structures can then be

Camlp4 is an alternative but (de Rauglaudre, 2003)

Attributes

Extension Nodes

Quoted Strings

In this project, only attributes are used as what we need is only annotations on the original source code as will be explained in Section 3

* 1. ppx Preprocessor

As mentioned above, the generic extention point structures need to be preprocessed by a preprocessor to produce vanilla OCaml AST

To do this we need to access and modify the parsed AST

Compiler-libs

Asttypes Parsetree, the OCaml AST data structure

Ast\_mapper hook into it

Ast\_helper help write AST

1. ppx\_toMeta

The preproc inpml

* 1. Goal

Use a simple annotation scheme to cue the preprocessor to automatically stage functions

This is done by adding attributes to function definition and function calls to let the preprocessor know what to stage and how

* 1. Translation Scheme

A standard way to stage functions

Currently covers simple functions

Non recursive plus

Recursive pow (if then, match)

Also functions that uses previously staged function

* 1. Implementation
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        1. Hooking to default mapper
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